When Donald Knuth wrote the \text{T\textsc{ex}}\textsuperscript{8} program, one of his goals was to publish it as a program "of which a professor of computer science might be proud, in spite of the fact that it meets real-world constraints and compromises" [2, p. v]. To this end, he and some of his students wrote systems that were intended to foster documentation as a natural part of programming, and that allowed one to present programs in a fashion tailored for human understanding.

\text{WEB} [3, 4] was the culmination of these efforts. \text{WEB} input can be "woven" and printed using \text{T\textsc{ex}}, so that a person can read the program; thus, the \text{WEB} user has access to the full power of the \text{T\textsc{ex}} typesetting system in composing documentation. \text{WEB} input can also be "tangled" and compiled by a Pascal compiler, so that a computer can execute the program; thus, the \text{WEB} user can declare variables, define parts of procedures, and otherwise present pieces of the program in an order natural for exposition, rather than one dictated by Pascal.

After he had used \text{WEB} for several years, Knuth realized that it had changed the way he wrote programs, "that at last I'm able to write programs as they should be written," and he dubbed the new style "literate programming" [1, p. 97]. In the May and June, 1986 issues of \textit{Communications of the ACM}, the Programming Pearls column presented two literate programs by Knuth.

Several common aspects are apparent in the various literate programs Knuth has published. The most obvious is \textit{cosmetic}; the documentation is typeset like a book, and the code is typeset in a "reference-Algo" style. This is the easiest thing to notice, but it is hardly essential to a program's being literate. Harold Thimbleby's \text{CWEB} system, for example, typesets code in typewriter font [5], and surely one can write literate documentation without access to a multiform typesetting system.

A second aspect of Knuth's literate programs is the \textit{polish} they exhibit; the code and the documentation were written with meticulous care; indeed, the documentation not only explains what the code does, but it explains why the approach was chosen, and sometimes why plausible alternatives were rejected. Such polish makes it pleasant to read a literate program, but it can hardly be considered distinctive of literate programs: authors have polished their programs for careful exposition for years.

A less obvious, but ultimately crucial, feature of Knuth's literate programs I would dub their \textit{verisimilitude}; the published programs were produced from \textit{exactly} the same input that was used to prepare the program that the computer executed. Verisimilitude is unique among these three aspects in that it distinguishes a literate program from a program that has merely been highly polished and presented with attention to cosmetic details.

Four programs have appeared since July, 1987, when this column was commissioned to explore different approaches to literate programming. All of the programs' authors worked hard to polish their presentations. And all four share with Knuth's literate programs the cosmetic appearance of code interleaved with typeset comments; each achieved this appearance in a different way, but in all cases the production of the version for presentation followed the writing of the working code, and none of the published programs exhibits complete verisimilitude with working code.

In June, 1989, Thimbleby served as reviewer, and courteously reminded us of the essential role that verisimilitude plays in a program's being literate. He also went on to suggest that the code and the documentation of a literate program must be \textit{produced} (not merely presented to the reader) \textit{simultaneously}, and that a system for literate programming should automatically provide such literary paraphernalia as tables of contents and cross references.

Thimbleby's restatement of fundamental marks of literate programs inspires me to resolve that future columns will publish only programs that were produced using a \textit{system} for literate programming. And that presents a problem. I know of perhaps a half-dozen systems for writing literate programs, each modeled on \text{WEB}, perhaps adding or subtracting a few features, or

\textsuperscript{8}\text{T\textsc{ex}} is a trademark of the American Mathematical Society.
C' Surface Interpolation
Laura Bacchelli Montefusco and Giulio Casciola

A method of bivariate interpolation and smooth surface fitting is developed for rapidly varying z values given at points irregularly distributed in the x-y plane. The surface is constructed by means of C' triangular interpolants defined on a triangulation of the convex hull of the points set. The needed partial derivative values are estimated by a new method based on a minimization criterion making use of a tension parameter. This method, which is shown to be efficient and accurate, gives the user an interactive tool to control the behavior of the interpolant surface and to dampen unwanted oscillations near steep gradients. The algorithm of this proposed method is described.
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Indefinite Integration with Validation
George Corliss and Gary Krenz

We present an overview of two approaches to validated one-dimensional indefinite integration. The first approach is to find an inclusion of the integral, then integrate this inclusion to obtain an inclusion of the indefinite integral. Inclusions for the integrand may be obtained from Taylor polynomials, Chebyshev polynomials, or other approximating forms which have a known error term. The second approach finds an inclusion of the indefinite integral directly as a linear combination of function evaluations plus an interval, unified error term. This requires a self-validating form of a quadrature formula such as Gaussian quadrature. In either approach, composite formulae improve the accuracy of the inclusion.

The result of the validated indefinite integration is an algorithm which may be represented as a character string, a subroutine in a high-level programming language such as Pascal-SC or Fortran, or as a collection of data. An example is given showing the application of validated indefinite integration in constructing a validated inclusion of the error function, erf(x).
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In closing, I would like to thank the many people who have written to or spoken with me about the column. Those whose programs and reviews have appeared have been diligent in meeting deadlines; others whose work has not appeared have been gracious in their acceptance of negative verdicts; and I am always happy to meet readers and learn of their interest in literate programming.

Christopher J. Van Wyk
AT&T Bell Laboratories
600 Mountain Avenue
Room 2C-457
Murray Hill, NJ 07974
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